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## Definição da Gramática

# Limpa Área de trabalho  
rm(list = ls())  
  
#set seed  
set.seed(165465)  
  
# Não Terminais  
V <- c("<exp>","<op>","<var>")  
  
# Terminais  
op <- c("+","-","/","\*")  
  
# Geração de constantes  
max\_const <- 3.15  
const\_quant <- 10000  
amostra <- 10000  
const <- runif(const\_quant,min = 0,max=max\_const)  
  
max\_const <- 10  
const\_quant <- 1000  
amostra <- 1000  
const <- c(const, runif(const\_quant,min = max\_const/2,max=max\_const\*1.5))  
  
max\_const <- 100  
const\_quant <- 1000  
amostra <- 1000  
const <- c(const, runif(const\_quant,min = max\_const/2,max=max\_const\*1.5))  
  
  
max\_const <- 1000  
const\_quant <- 1000  
amostra <- 1000  
const <- c(const, runif(const\_quant,min = max\_const/2,max=max\_const\*1.5))  
  
max\_const <- 10000  
const\_quant <- 1000  
amostra <- 1000  
const <- c(const, runif(const\_quant,min = max\_const/2,max=max\_const\*1.5))  
  
max\_const <- 100000  
const\_quant <- 1000  
amostra <- 1000  
const <- c(const, runif(const\_quant,min = max\_const/2,max=max\_const\*1.5))  
  
max\_const <- 1000000  
const\_quant <- 1000  
amostra <- 1000  
const <- c(const, runif(const\_quant,min = max\_const/2,max=max\_const\*1.5))  
  
max\_const <- 10000000  
const\_quant <- 1000  
amostra <- 1000  
const <- c(const, runif(const\_quant,min = max\_const/2,max=max\_const\*1.5))  
  
max\_const <- 100000000  
const\_quant <- 1000  
amostra <- 1000  
const <- c(const, runif(const\_quant,min = max\_const/2,max=max\_const\*1.5))  
  
var <- rep(c("x","y","z","u","v","w","p","q"),25000)  
var <- c(var,const)  
sigma <- c(op,var)  
  
  
# Símbolo Inicial  
S <- "<exp>"  
  
# Produções  
basicas <- c(rep(c("<var>"),1000),rep(c("<var><op><exp>"),5000),rep(c("<var><op><exp>"),0))  
seno <- c(rep(c("sin(<var>)"),35),rep(c("sin(<exp>)"),15),rep(c("sin(<var>)<op><exp>"),20),rep(c("sin(<exp>)<op><exp>"),10))  
aseno <- c(rep(c("asin(<var>)"),35),rep(c("asin(<exp>)"),15),rep(c("asin(<var>)<op><exp>"),20),rep(c("asin(<exp>)<op><exp>"),10))  
senoh <- c(rep(c("sinh(<var>)"),35),rep(c("sinh(<exp>)"),15),rep(c("sinh(<var>)<op><exp>"),20),rep(c("sinh(<exp>)<op><exp>"),10))  
asenoh <- c(rep(c("asinh(<var>)"),35),rep(c("asinh(<exp>)"),15),rep(c("asinh(<var>)<op><exp>"),20),rep(c("asinh(<exp>)<op><exp>"),10))  
cosseno <- c(rep(c("cos(<var>)"),35),rep(c("cos(<exp>)"),15),rep(c("cos(<var>)<op><exp>"),20),rep(c("cos(<exp>)<op><exp>"),10))  
acosseno <- c(rep(c("acos(<var>)"),35),rep(c("acos(<exp>)"),15),rep(c("acos(<var>)<op><exp>"),20),rep(c("acos(<exp>)<op><exp>"),10))  
cossenoh <- c(rep(c("cosh(<var>)"),35),rep(c("cosh(<exp>)"),15),rep(c("cosh(<var>)<op><exp>"),20),rep(c("cosh(<exp>)<op><exp>"),10))  
acossenoh <- c(rep(c("acosh(<var>)"),35),rep(c("acosh(<exp>)"),15),rep(c("acosh(<var>)<op><exp>"),20),rep(c("acosh(<exp>)<op><exp>"),10))  
tangente <- c(rep(c("tan(<var>)"),35),rep(c("tan(<exp>)"),15),rep(c("tan(<var>)<op><exp>"),20),rep(c("tan(<exp>)<op><exp>"),10))  
atangente <- c(rep(c("atan(<var>)"),35),rep(c("atan(<exp>)"),15),rep(c("atan(<var>)<op><exp>"),20),rep(c("atan(<exp>)<op><exp>"),10))  
tangenteh <- c(rep(c("tanh(<var>)"),35),rep(c("tanh(<exp>)"),15),rep(c("tanh(<var>)<op><exp>"),20),rep(c("tanh(<exp>)<op><exp>"),10))  
atangenteh <- c(rep(c("atanh(<var>)"),35),rep(c("atanh(<exp>)"),15),rep(c("atanh(<var>)<op><exp>"),20),rep(c("atanh(<exp>)<op><exp>"),10))  
logaritmo <- rep(c(rep(c("log(<var>)"),35),rep(c("log(<exp>)"),15),rep(c("log(<var>)<op><exp>"),20),rep(c("log(<exp>)<op><exp>"),10)),5)  
exp\_natural <- rep(c(rep(c("exp(<var>)"),35),rep(c("exp(<exp>)"),15),rep(c("exp(<var>)<op><exp>"),20),rep(c("exp(<exp>)<op><exp>"),10)),5)  
exponencial <- rep(c(rep(c("<exp>^(<var>)"),35),rep(c("<exp>^(<exp>)"),15),rep(c("<exp>^(<var>)<op><exp>"),20),rep(c("<exp>^(<exp>)<op><exp>"),10)),2)  
modulo <- rep(c(rep(c("abs(<var>)"),35),rep(c("abs(<exp>)"),15),rep(c("abs(<var>)<op><exp>"),20),rep(c("abs(<exp>)<op><exp>"),10)),2)  
quadrada <- rep(c(rep(c("sqrt(<var>)"),35),rep(c("sqrt(<exp>)"),15),rep(c("sqrt(<var>)<op><exp>"),20),rep(c("sqrt(<exp>)<op><exp>"),10)),5)  
  
  
P <- list(c(basicas,quadrada,seno,aseno,asenoh,cosseno,cossenoh,acosseno,senoh,cossenoh,logaritmo,tangente,atangenteh,atangente,tangenteh,  
 exp\_natural,exponencial,modulo),op,var)

## Definição dos Cromossomos

Cada cromossomo é gerado aleatóriamente.

cromo\_size <- 200  
cromo\_quant <- 100  
max\_gene <- 10000000  
p.mutacao <- c(0,0,0.01,0.03,0.05,0.1,0.2,0.35,0.55,0.80,1,1,1)  
p.cruzamento <- 0.4  
if(max\_gene < cromo\_size\*cromo\_quant){  
 max\_gene <- cromo\_size\*cromo\_quant  
}  
first\_sorteados\_fraction <- 10  
order\_size\_fraction <- 3  
prop\_filhos <- 2  
C <- matrix(sample(max\_gene,max\_gene),cromo\_quant,cromo\_size) # Ci = C[i,]

## Carregamento dos Dados de Treinamento

trainingData <- read.csv(file="training.csv", header=TRUE, sep=",")

## Gerando Derivação

Gera-se aqui as expressões matemáticas a partir de cada cromossomo.

S <- "<exp>"  
derivacao <- rep(S,cromo\_quant) # símbolo inicial  
endCromo <- array(0,cromo\_quant)  
for (i in 1:cromo\_quant) {  
 S <- "<exp>"  
 j <- 0  
 count <- 0  
 while (S!="<NA>"){  
 count <- count + 1  
 # evitar loop infinito, para cromossomos mal escolhidos:  
 if (count > cromo\_size){  
 tmp <- stringr::str\_match(derivacao[i], ".\*?<")  
 tmp <- substr(tmp,1,nchar(tmp)-1)  
 if (is.na(tmp)){  
 last.char <- substr(tmp,nchar(derivacao[i]),nchar(derivacao[i]))  
 if (!last.char%in%var){  
 tmp <- substr(derivacao[i],1,nchar(derivacao[i])-1)   
 }  
 } else {  
 last.char <- substr(tmp,nchar(tmp),nchar(tmp))  
 if (!last.char%in%var){   
 # se terminar em operador  
 if (last.char%in%op){  
 tmp <- substr(tmp,1,nchar(tmp)-1)   
 } else if (substr(tmp,nchar(tmp)-1,nchar(tmp))=="^("){  
 tmp <- substr(tmp,1,nchar(tmp)-2)  
 } else if (substr(tmp,nchar(tmp)-5,nchar(tmp))=="asinh("){  
 tmp <- substr(tmp,1,nchar(tmp)-6)  
 } else if (substr(tmp,nchar(tmp)-5,nchar(tmp))=="acosh("){  
 tmp <- substr(tmp,1,nchar(tmp)-6)  
 } else if (substr(tmp,nchar(tmp)-5,nchar(tmp))=="atanh("){  
 tmp <- substr(tmp,1,nchar(tmp)-6)  
 } else if (substr(tmp,nchar(tmp)-1,nchar(tmp))=="h("){  
 tmp <- substr(tmp,1,nchar(tmp)-5)  
 } else if (substr(tmp,nchar(tmp)-4,nchar(tmp))=="sqrt("){  
 tmp <- substr(tmp,1,nchar(tmp)-5)  
 } else if (substr(tmp,nchar(tmp)-4,nchar(tmp))=="asin("){  
 tmp <- substr(tmp,1,nchar(tmp)-5)  
 } else if (substr(tmp,nchar(tmp)-4,nchar(tmp))=="acos("){  
 tmp <- substr(tmp,1,nchar(tmp)-5)  
 } else if (substr(tmp,nchar(tmp)-4,nchar(tmp))=="atan("){  
 tmp <- substr(tmp,1,nchar(tmp)-5)  
 } else if (last.char=="("){  
 tmp <- substr(tmp,1,nchar(tmp)-4)   
 }  
 }  
 last.char <- substr(tmp,nchar(tmp),nchar(tmp))  
 # se terminar em operador  
 if (last.char%in%op){  
 tmp <- substr(tmp,1,nchar(tmp)-1)   
 }  
 endCromo[i] <- -1  
 }  
 # colocar parênteses restantes  
 abrindo <- stringr::str\_count(tmp,"\\(")  
 fechando <- stringr::str\_count(tmp,"\\)")  
 add <- strrep(")",abrindo-fechando)  
 tmp <- paste(tmp,add,sep = "")  
   
 derivacao[i] <- tmp  
 S <- "<NA>"  
 }  
 j <- j%%cromo\_size + 1  
   
 # Faz substituições  
 if (S=="<exp>"){  
 rule <- P[[1]][1+C[i,j]%%length(P[[1]])] # determina a regra a ser aplicada  
 derivacao[i] <- sub(S, rule, derivacao[i]) # atualiza derivacao por substituição  
 S <- stringr::str\_match(derivacao[i], "<(.\*?)>") # acha o primeiro <..>  
 S <- paste("<",S[,2],">",sep = "") # novo simbolo  
 } else if (S=="<op>"){  
 rule <- P[[2]][1+C[i,j]%%length(P[[2]])] # determina a regra a ser aplicada  
 derivacao[i] <- sub(S, rule, derivacao[i]) # atualiza derivacao por substituição  
 S <- stringr::str\_match(derivacao[i], "<(.\*?)>") # acha o primeiro <..>  
 S <- paste("<",S[,2],">",sep = "") # novo simbolo  
 } else if (S=="<var>"){  
 rule <- P[[3]][1+C[i,j]%%length(P[[3]])] # determina a regra a ser aplicada  
 derivacao[i] <- sub(S, rule, derivacao[i]) # atualiza derivacao por substituição  
 S <- stringr::str\_match(derivacao[i], "<(.\*?)>") # acha o primeiro <..>  
 S <- paste("<",S[,2],">",sep = "") # novo simbolo  
 }  
 }  
 endCromo[i] <- endCromo[i] + count  
}  
derivacao

## [1] "v/tan(y)"   
## [2] "sqrt(exp(v+p+cosh(p))-p-v/x-w+cosh(v))"   
## [3] "u+2.23955080801388/asinh(x)"   
## [4] "x"   
## [5] "y-v"   
## [6] "p\*p+sqrt(z)"   
## [7] "sqrt(w)+w"   
## [8] "u/sqrt(asinh(z))-u-98.3543772716075\*exp(y)^(v)-atanh(q)/sqrt(q)-y-q-q-exp(abs(q))"   
## [9] "y^(x-y/2.16979381801793-sinh(v)+x/w/y/u\*p)/exp(y)"   
## [10] "y/q-u"   
## [11] "u\*exp(z)-z+exp(y)"   
## [12] "u+p"   
## [13] "z+z-z\*w\*exp(2.41571084397146)"   
## [14] "x/u-exp(w)"   
## [15] "z+u\*x/asin(x)"   
## [16] "u-log(p)"   
## [17] "v"   
## [18] "z-x+1.9828120994498+u\*q/u"   
## [19] "cos(x\*sqrt(q))+exp(z)"   
## [20] "log(q\*z/v+1294.53106690198-p/u^(v)^(v))"   
## [21] "z\*w\*sqrt(p)+v-q\*x/exp(p)\*w"   
## [22] "v"   
## [23] "p\*z-sqrt(exp(y\*v+sqrt(sqrt(y\*abs(z)))\*y+w+cosh(1.41732286289334-p+u-p)+p\*y))^(v/tanh(y)\*sqrt(u)-v-z-w+x)"   
## [24] "1.86170721313683+u\*v-p\*y-y"   
## [25] "v\*y+tan(q)"   
## [26] "sin(y)"   
## [27] "z"   
## [28] "log(y)^(0.0349425449967384)\*cosh(w)"   
## [29] "w+z"   
## [30] "sqrt(x+cosh(y)+q+p\*14926824.8514272/exp(q-sqrt(q)-v/v+log(1.50212439384777))/exp(z))"   
## [31] "q/w\*u+u-w+q-sqrt(y)\*acos(q/sinh(u))"   
## [32] "cos(x\*w\*u+652308.284537867)^(p)"   
## [33] "w-p+sqrt(abs(v))\*x-y-exp(v)/p"   
## [34] "q-sqrt(q)"   
## [35] "v-z\*cosh(p)-acos(x)"   
## [36] "sinh(y)+v"   
## [37] "sqrt(q)"   
## [38] "x+log(y)"   
## [39] "u"   
## [40] "u/u-104.482182813808/abs(x-w+v-sqrt(q))"   
## [41] "y-exp(u\*q+q-p-v-asin(q))"   
## [42] "w-z/x\*y+atan(sqrt(y))/log(w)^(w)/q+q"   
## [43] "sqrt(cosh(u-x/y-exp(z)))"   
## [44] "p"   
## [45] "x-y-sqrt(z)-atan(log(w)+w/8349412.43985668)"   
## [46] "u\*exp(u-z-v\*abs(p))"   
## [47] "v-p+1.93361547149252"   
## [48] "p+q"   
## [49] "y/v+log(u)"   
## [50] "x+8.57818119460717-sqrt(z)"   
## [51] "x\*x-cos(x)"   
## [52] "z+atan(u)"   
## [53] "v/v+q\*z+w+y/p+1.46019304501824-11.6554226796143\*cosh(sqrt(p/x-p+cosh(w)))"   
## [54] "sqrt(z)"   
## [55] "z+w+w-w"   
## [56] "u+p+y/x"   
## [57] "z+cos(p+77878.7357732654\*sinh(z)-sinh(v))+atanh(u+v-exp(12594.0873823129))"   
## [58] "sqrt(q)"   
## [59] "acos(z)"   
## [60] "w"   
## [61] "p\*log(z)"   
## [62] "p\*v+z\*q/v/tanh(z+y+u-p/y)"   
## [63] "q/cos(q)+v-sin(x-atan(x))+cos(cosh(exp(y)))"   
## [64] "y-u+u\*x\*log(p+u\*tan(sinh(p)/z\*p)-w)"   
## [65] "p+exp(w)"   
## [66] "q-acos(v)"   
## [67] "q"   
## [68] "w+sqrt(x)"   
## [69] "v+w"   
## [70] "w\*tan(q)"   
## [71] "x-cosh(z+tan(w))/sqrt(z)"   
## [72] "v-q/sinh(u)\*w-sqrt(x)^(v)"   
## [73] "1.3008682862157/v/exp(u-p/x-tan(y))"   
## [74] "w/w+sqrt(2.25925432539079\*x-p\*log(x))-sqrt(q)-x-tanh(q)^(p-2.3127512157429/y-atan(u))"   
## [75] "q"   
## [76] "sqrt(p+w-999213.432194665\*w+z/x-y/1.32852541686734/y\*q-u-exp(3.13486336466158))"   
## [77] "exp(sqrt(p))/x+y+exp(1.98409532607766/sinh(z)\*log(z))-q\*acos(y)"   
## [78] "0.628235456894617/z-q\*asinh(u)-cosh(u)/z/y-log(log(u-w\*p\*u\*x\*z-abs(q)))"   
## [79] "y\*y-x"   
## [80] "w"   
## [81] "x+v"   
## [82] "x/y+1.63233152932953\*tanh(u)"   
## [83] "q/z\*p+v"   
## [84] "log(x+q)"   
## [85] "x"   
## [86] "u+acos(z)^(z)/q\*x/w/13804364.2393313\*z\*v/tanh(cosh(q\*q-q\*x)+q\*q+cos(u))\*sqrt(q-log(z))-w+log(v)-q/tan(w)+z\*y\*y\*14183.8945331983/x/exp(x)"  
## [87] "x"   
## [88] "exp(11154805.1750287)\*x\*q-sinh(y)/z-u-w/log(y)"   
## [89] "w+exp(y)\*cos(y)"   
## [90] "u-x/v/q\*w\*log(x)"   
## [91] "1.03488615900278"   
## [92] "sqrt(z)+y-p+z\*x-v/sqrt(y)^(z)"   
## [93] "p^(y)-x-q-w"   
## [94] "q\*y+cosh(w)+x"   
## [95] "q+v-y"   
## [96] "x/x"   
## [97] "q+v/exp(z)"   
## [98] "x/2.87060482936213-x+v\*cosh(x)"   
## [99] "x\*atan(q+sqrt(z))/p"   
## [100] "v\*y\*w\*abs(w)^(0.0971202179091051-atanh(q))\*p/5465.85498843342-tanh(q)\*u+u\*x-q-137169725.052081"

## Avaliação dos Cromossomos

Avalia quão bem estão cada cromossomo pelo seus respectivos valores de erro quadrático médio.

options(warn = -1)  
training.model <- trainingData[,c("strength")]  
erroQuadraticoMedio <- rep(Inf,cromo\_quant)  
for (k in 1:cromo\_quant){  
 training.data <- c()  
 for (i in 1:length(training.model)){  
 x <- trainingData[i,2]  
 y <- trainingData[i,3]  
 z <- trainingData[i,4]  
 u <- trainingData[i,5]  
 v <- trainingData[i,6]  
 w <- trainingData[i,7]  
 p <- trainingData[i,8]  
 q <- trainingData[i,9]  
 valor <- suppressWarnings(eval(parse(text=derivacao[k])))   
 training.data <- c(training.data,valor)  
 }  
 erroQuadraticoMedio[k] <- mean((training.data - (training.model))^2)   
}  
options(warn = 0)  
erroQuadraticoMedio

## [1] NaN NaN Inf 0.05154777 0.36266019  
## [6] 0.29813175 0.83324259 Inf NaN 623.93697007  
## [11] 1.69902933 0.36500144 5.65134265 Inf NaN  
## [16] Inf 0.10277478 NaN 3.97007001 NaN  
## [21] 0.11765367 0.10277478 NaN 1.60354680 0.13635021  
## [26] 0.14383323 0.18190592 NaN 0.37455799 NaN  
## [31] NaN 0.26940546 Inf 0.43500996 3.01277710  
## [36] 0.09182322 0.06490272 Inf 0.10605711 NaN  
## [41] 0.77641610 NaN Inf 0.10827206 0.37231403  
## [46] 0.40556086 1.55139642 0.12650189 NaN 67.75983461  
## [51] 1.29956003 0.22137168 NaN 0.21289813 0.37455799  
## [56] Inf NaN 0.06490272 0.87816969 0.11911191  
## [61] NaN NaN 0.40938331 NaN 3.29452480  
## [66] 2.83271027 0.14935169 0.56393354 0.17395544 0.18240757  
## [71] Inf Inf Inf NaN 0.14935169  
## [76] NaN Inf NaN 0.74977703 0.11911191  
## [81] 0.11138038 Inf NaN 1.75402404 0.05154777  
## [86] NaN 0.05154777 NaN 1.71985668 NaN  
## [91] 0.40833916 NaN 0.73216680 1.41108091 0.22183285  
## [96] NaN 0.06416851 0.30952445 Inf NaN

## Cromossomo Vencedor da Primeira Geração

# Cromossomo vencedor:  
vencedor <- which.min(erroQuadraticoMedio)  
vencedor

## [1] 4

raizErroQuadraticoMedioMin <- sqrt(erroQuadraticoMedio[vencedor])  
derivacao\_vencedora <-derivacao[vencedor]  
derivacao\_vencedora

## [1] "x"

## Torneio de Cromossomos

Do algoritmo genético, é feito o torneio de cromossomos, de modo a escolher o de melhor erro quadrático médio a cada disputa entre dois deles.

sorteados <- c()  
invalidosNanInf <- which(erroQuadraticoMedio %in% c(NaN,Inf))  
invalidosVazio <- which(derivacao %in% c(""))  
invalidos <- c(invalidosNanInf,invalidosVazio,which(duplicated(derivacao)))  
validos <-c(1:length(derivacao))[which(!c(1:length(derivacao)) %in% invalidos)]  
  
first\_sorteados <- length(validos)%/%first\_sorteados\_fraction  
order\_size <- (order\_size\_fraction\*length(validos))%/%first\_sorteados\_fraction  
ordenados <- validos[order(erroQuadraticoMedio[validos])][1:order\_size]  
sorteados <- validos[order(erroQuadraticoMedio[validos])][1:first\_sorteados]  
  
for (i in (first\_sorteados+1):(order\_size\*prop\_filhos+first\_sorteados+1)){  
 sorteio <- rep(NA,cromo\_quant)  
 pos <- sample(ordenados,2) # sorteio dois crommossomos  
 sorteio[pos] <- pos  
 sorteados <- c(sorteados,which.min(erroQuadraticoMedio[sorteio]))  
}  
  
for (i in (order\_size\*prop\_filhos+first\_sorteados+2):cromo\_quant){  
 sorteio <- rep(NA,cromo\_quant)  
 pos <- sample(validos,2) # sorteio dois crommossomos  
 sorteio[pos] <- pos  
 sorteados <- c(sorteados,which.min(erroQuadraticoMedio[sorteio]))  
}  
  
C <- C[sorteados,]  
endCromo <- endCromo[sorteados]  
  
sorteados

## [1] 4 97 37 36 17 36 97 25 37 4 36 67 36 4 97 37 44 44 4 44 17 26 97 60 17  
## [26] 37 25 44 21 97 37 97 60 37 26 81 67 63 59 81 98 27 60 25 44 36 65 70 44 32  
## [51] 81 21 54 69 7 26 24 27 6 79 36 79 50 69 46 79 60 54 81 81 12 27 41 5 51  
## [76] 44 68 25 12 37 21 59 68 50 32 93 91 60 60 36 95 55 91 27 67 27 81 32 39 60

## Cruzamento de Cromossomos

COnforme o algoritmo genético, os cromossomos que vencedores de cada disputa são cruzados em pares.

i <- (first\_sorteados+1)  
while (i < length(sorteados)){  
 # avalia a possibilidade de cruzamento de cada par  
 vai.cruzar <- runif(1)  
 if (vai.cruzar<=p.cruzamento){ # realiza cruzamento  
 pto.cruza <- endCromo[i]  
 if(pto.cruza > endCromo[i+1])  
 {  
 pto.cruza <- endCromo[i+1]  
 }  
 pto.cruza <- sample(pto.cruza-1,1)  
 index\_pai <- i  
 index\_mae <- i+1  
 tmp <- C[index\_pai,(pto.cruza+1):cromo\_size]  
 C[index\_pai,(pto.cruza+1):cromo\_size] <- C[index\_mae,(pto.cruza+1):cromo\_size]   
 C[index\_mae,(pto.cruza+1):cromo\_size] <- tmp  
 }  
 i <- i+2 # pula o proximo cromossomo (estamos olhando os pares)  
}

## Mutação

Aqui, verifica-se a possibilidade de mutação de qualquer gene de qualquer cromossomo.

vai.mutar <- matrix(runif(cromo\_quant\*cromo\_size),cromo\_quant,cromo\_size)  
divisa\_prob <- cromo\_quant%/%first\_sorteados\_fraction  
for (i in (first\_sorteados+1):cromo\_quant){  
 linhaMutar <- vai.mutar[i,]  
 prob<-p.mutacao[i%/%divisa\_prob+1]  
 if(prob\*endCromo[i]<0.3)  
 {  
 prob <- 0.3/endCromo[i]  
 }  
 id <- which(linhaMutar < prob)  
 for (j in 1:length(id)){  
 coluna <- id[j]  
 C[i,coluna] <- sample(max\_gene,1)  
 }  
}

## Comparando com o Próprio training.csv (fit)

Aqui vamos comparar o quão bem nosso cromossomo vencedor se adequa ao dataset de treinamento.

fit.data <- c()  
for (i in 1:dim(trainingData)[1]){  
 x <- trainingData[i,2]  
 y <- trainingData[i,3]  
 z <- trainingData[i,4]  
 u <- trainingData[i,5]  
 v <- trainingData[i,6]  
 w <- trainingData[i,7]  
 p <- trainingData[i,8]  
 q <- trainingData[i,9]  
 fit.data <- c(fit.data,eval(parse(text=derivacao\_vencedora)))  
}

Graficamente, os dados calculados pelo cromossomo vencedor devem estar próximos da reta, como visto a seguir:

plot(fit.data,training.model,  
 xlab="fit",ylab="training")  
 abline(a=0,b=1)

![](data:image/png;base64,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)

## Após N Gerações

Vamos repetir o processo acima para mais N gerações.

ngeracoes <- 0 # Contador de Gerações do 0  
N <- 5 # número de gerações  
ngeracoes <- ngeracoes + N  
for (g in 1:N){  
 ## Gerando Derivação  
 if(g%%5 == 0){  
 cat("Geração: ", g,"\n")  
 }  
 S <- "<exp>"  
 derivacao <- rep(S,cromo\_quant) # símbolo inicial  
 endCromo <- array(0,cromo\_quant)  
 for (i in 1:cromo\_quant) {  
 S <- "<exp>"  
 j <- 0  
 count <- 0  
 while (S!="<NA>"){  
 count <- count + 1  
 # evitar loop infinito, para cromossomos mal escolhidos:  
 if (count > cromo\_size){  
 tmp <- stringr::str\_match(derivacao[i], ".\*?<")  
 tmp <- substr(tmp,1,nchar(tmp)-1)  
 if (is.na(tmp)){  
 last.char <- substr(tmp,nchar(derivacao[i]),nchar(derivacao[i]))  
 if (!last.char%in%var){  
 tmp <- substr(derivacao[i],1,nchar(derivacao[i])-1)   
 }  
 } else {  
 last.char <- substr(tmp,nchar(tmp),nchar(tmp))  
 if (!last.char%in%var){   
 # se terminar em operador  
 if (last.char%in%op){  
 tmp <- substr(tmp,1,nchar(tmp)-1)   
 } else if (substr(tmp,nchar(tmp)-1,nchar(tmp))=="^("){  
 tmp <- substr(tmp,1,nchar(tmp)-2)  
 } else if (substr(tmp,nchar(tmp)-5,nchar(tmp))=="asinh("){  
 tmp <- substr(tmp,1,nchar(tmp)-6)  
 } else if (substr(tmp,nchar(tmp)-5,nchar(tmp))=="acosh("){  
 tmp <- substr(tmp,1,nchar(tmp)-6)  
 } else if (substr(tmp,nchar(tmp)-5,nchar(tmp))=="atanh("){  
 tmp <- substr(tmp,1,nchar(tmp)-6)  
 } else if (substr(tmp,nchar(tmp)-1,nchar(tmp))=="h("){  
 tmp <- substr(tmp,1,nchar(tmp)-5)  
 } else if (substr(tmp,nchar(tmp)-4,nchar(tmp))=="sqrt("){  
 tmp <- substr(tmp,1,nchar(tmp)-5)  
 } else if (substr(tmp,nchar(tmp)-4,nchar(tmp))=="asin("){  
 tmp <- substr(tmp,1,nchar(tmp)-5)  
 } else if (substr(tmp,nchar(tmp)-4,nchar(tmp))=="acos("){  
 tmp <- substr(tmp,1,nchar(tmp)-5)  
 } else if (substr(tmp,nchar(tmp)-4,nchar(tmp))=="atan("){  
 tmp <- substr(tmp,1,nchar(tmp)-5)  
 } else if (last.char=="("){  
 tmp <- substr(tmp,1,nchar(tmp)-4)   
 }  
 }  
 last.char <- substr(tmp,nchar(tmp),nchar(tmp))  
 # se terminar em operador  
 if (last.char%in%op){  
 tmp <- substr(tmp,1,nchar(tmp)-1)   
 }  
 endCromo[i] <- -1  
 }  
 # colocar parênteses restantes  
 abrindo <- stringr::str\_count(tmp,"\\(")  
 fechando <- stringr::str\_count(tmp,"\\)")  
 add <- strrep(")",abrindo-fechando)  
 tmp <- paste(tmp,add,sep = "")  
   
 derivacao[i] <- tmp  
 S <- "<NA>"  
 }  
 j <- j%%cromo\_size + 1  
 if (S=="<exp>"){  
 rule <- P[[1]][1+C[i,j]%%length(P[[1]])] # determina a regra a ser aplicada  
 derivacao[i] <- sub(S, rule, derivacao[i]) # atualiza derivacao por substituição  
 S <- stringr::str\_match(derivacao[i], "<(.\*?)>") # acha o primeiro <..>  
 S <- paste("<",S[,2],">",sep = "") # novo símbolo  
 } else if (S=="<op>"){  
 rule <- P[[2]][1+C[i,j]%%length(P[[2]])] # determina a regra a ser aplicada  
 derivacao[i] <- sub(S, rule, derivacao[i]) # atualiza derivacao por substituição  
 S <- stringr::str\_match(derivacao[i], "<(.\*?)>") # acha o primeiro <..>  
 S <- paste("<",S[,2],">",sep = "") # novo símbolo  
 } else if (S=="<var>"){  
 rule <- P[[3]][1+C[i,j]%%length(P[[3]])] # determina a regra a ser aplicada  
 derivacao[i] <- sub(S, rule, derivacao[i]) # atualiza derivacao por substituição  
 S <- stringr::str\_match(derivacao[i], "<(.\*?)>") # acha o primeiro <..>  
 S <- paste("<",S[,2],">",sep = "") # novo símbolo  
 }  
 }  
 endCromo[i] <- endCromo[i] + count  
 }  
   
   
 ## Avaliação dos Cromossomos  
   
 training.model <- trainingData[,c("strength")]  
 erroQuadraticoMedio <- rep(0,cromo\_quant)  
 for (k in 1:cromo\_quant){  
 training.data <- c()  
 for (i in 1:length(training.model)){  
 x <- trainingData[i,2]  
 y <- trainingData[i,3]  
 z <- trainingData[i,4]  
 u <- trainingData[i,5]  
 v <- trainingData[i,6]  
 w <- trainingData[i,7]  
 p <- trainingData[i,8]  
 q <- trainingData[i,9]  
 valor <- suppressWarnings(eval(parse(text=derivacao[k])))   
 training.data <- c(training.data,valor)  
 }  
 erroQuadraticoMedio[k] <- mean((training.data - (training.model))^2)   
 }  
  
 ## Torneio de Cromossomos  
   
 sorteados <- c()  
 invalidosNanInf <- which(erroQuadraticoMedio %in% c(NaN,Inf))  
 invalidosVazio <- which(derivacao %in% c(""))  
 invalidos <- c(invalidosNanInf,invalidosVazio,which(duplicated(derivacao)))  
 validos <-c(1:length(derivacao))[which(!c(1:length(derivacao)) %in% invalidos)]  
   
 first\_sorteados <- length(validos)%/%first\_sorteados\_fraction  
 order\_size <- (order\_size\_fraction\*length(validos))%/%first\_sorteados\_fraction  
 ordenados <- validos[order(erroQuadraticoMedio[validos])][1:order\_size]  
 sorteados <- validos[order(erroQuadraticoMedio[validos])][1:first\_sorteados]  
   
 if(length(sorteados)>0)  
 {  
 if(sqrt(erroQuadraticoMedio[sorteados[1]])<raizErroQuadraticoMedioMin)  
 {  
 raizErroQuadraticoMedioMin<-sqrt(erroQuadraticoMedio[sorteados[1]])  
 cromossomo\_vencedor <- C[sorteados[1],]  
 derivacao\_vencedora <- derivacao[sorteados[1]]  
 cat("Achou pto de mínimo: ",raizErroQuadraticoMedioMin," com derivação: ",derivacao\_vencedora,"\n")  
 }  
 }  
   
   
 for (i in (first\_sorteados+1):(order\_size\*prop\_filhos+first\_sorteados+1)){  
 sorteio <- rep(NA,cromo\_quant)  
 pos <- sample(ordenados,2) # sorteio dois crommossomos  
 sorteio[pos] <- pos  
 sorteados <- c(sorteados,which.min(erroQuadraticoMedio[sorteio]))  
 }  
   
 for (i in (order\_size\*prop\_filhos+first\_sorteados+2):cromo\_quant){  
 sorteio <- rep(NA,cromo\_quant)  
 pos <- sample(validos,2) # sorteio dois crommossomos  
 sorteio[pos] <- pos  
 sorteados <- c(sorteados,which.min(erroQuadraticoMedio[sorteio]))  
 }  
 C <- C[sorteados,]  
   
 ## Cruzamento de Cromossomos  
   
 i <- (first\_sorteados+1)  
 while (i < length(sorteados)){  
 # avalia a possibilidade de cruzamento de cada par  
 vai.cruzar <- runif(1)  
 if (vai.cruzar<=p.cruzamento){ # realiza cruzamento  
 pto.cruza <- endCromo[i]  
 if(pto.cruza > endCromo[i+1])  
 {  
 pto.cruza <- endCromo[i+1]  
 }  
 pto.cruza <- sample(pto.cruza-1,1)  
 index\_pai <- i  
 index\_mae <- i+1  
 tmp <- C[index\_pai,(pto.cruza+1):cromo\_size]  
 C[index\_pai,(pto.cruza+1):cromo\_size] <- C[index\_mae,(pto.cruza+1):cromo\_size]   
 C[index\_mae,(pto.cruza+1):cromo\_size] <- tmp  
 }  
 i <- i+2 # pula o próximo cromossomo (estamos olhando os pares)  
 }  
   
 ## Mutação  
   
 vai.mutar <- matrix(runif(cromo\_quant\*cromo\_size),cromo\_quant,cromo\_size)  
 divisa\_prob <- cromo\_quant%/%first\_sorteados\_fraction  
 for (i in (first\_sorteados+1):cromo\_quant){  
 linhaMutar <- vai.mutar[i,]  
 prob<-p.mutacao[i%/%divisa\_prob+1]  
 if(prob\*endCromo[i]<0.3)  
 {  
 prob <- 0.3/endCromo[i]  
 }  
 id <- which(linhaMutar < prob)  
 for (j in 1:length(id)){  
 coluna <- id[j]  
 C[i,coluna] <- sample(max\_gene,1)  
 }  
 }  
  
}

## Achou pto de mínimo: 0.2207719 com derivação: q+v\*exp(u)   
## Geração: 5   
## Achou pto de mínimo: 0.2159772 com derivação: sin(x)

## Encontra as Últimas Derivações  
  
## Gerando Derivação  
S <- "<exp>"  
derivacao <- rep(S,cromo\_quant) # símbolo inicial  
endCromo <- array(0,cromo\_quant)  
for (i in 1:cromo\_quant) {  
 S <- "<exp>"  
 j <- 0  
 count <- 0  
 while (S!="<NA>"){  
 count <- count + 1  
 # evitar loop infinito, para cromossomos mal escolhidos:  
 if (count > cromo\_size){  
 tmp <- stringr::str\_match(derivacao[i], ".\*?<")  
 tmp <- substr(tmp,1,nchar(tmp)-1)  
 if (is.na(tmp)){  
 last.char <- substr(tmp,nchar(derivacao[i]),nchar(derivacao[i]))  
 if (!last.char%in%var){  
 tmp <- substr(derivacao[i],1,nchar(derivacao[i])-1)   
 }  
 } else {  
 last.char <- substr(tmp,nchar(tmp),nchar(tmp))  
 if (!last.char%in%var){   
 # se terminar em operador  
 if (last.char%in%op){  
 tmp <- substr(tmp,1,nchar(tmp)-1)   
 } else if (substr(tmp,nchar(tmp)-1,nchar(tmp))=="^("){  
 tmp <- substr(tmp,1,nchar(tmp)-2)  
 } else if (substr(tmp,nchar(tmp)-5,nchar(tmp))=="asinh("){  
 tmp <- substr(tmp,1,nchar(tmp)-6)  
 } else if (substr(tmp,nchar(tmp)-5,nchar(tmp))=="acosh("){  
 tmp <- substr(tmp,1,nchar(tmp)-6)  
 } else if (substr(tmp,nchar(tmp)-5,nchar(tmp))=="atanh("){  
 tmp <- substr(tmp,1,nchar(tmp)-6)  
 } else if (substr(tmp,nchar(tmp)-1,nchar(tmp))=="h("){  
 tmp <- substr(tmp,1,nchar(tmp)-5)  
 } else if (substr(tmp,nchar(tmp)-4,nchar(tmp))=="sqrt("){  
 tmp <- substr(tmp,1,nchar(tmp)-5)  
 } else if (substr(tmp,nchar(tmp)-4,nchar(tmp))=="asin("){  
 tmp <- substr(tmp,1,nchar(tmp)-5)  
 } else if (substr(tmp,nchar(tmp)-4,nchar(tmp))=="acos("){  
 tmp <- substr(tmp,1,nchar(tmp)-5)  
 } else if (substr(tmp,nchar(tmp)-4,nchar(tmp))=="atan("){  
 tmp <- substr(tmp,1,nchar(tmp)-5)  
 } else if (last.char=="("){  
 tmp <- substr(tmp,1,nchar(tmp)-4)   
 }  
 }  
 last.char <- substr(tmp,nchar(tmp),nchar(tmp))  
 # se terminar em operador  
 if (last.char%in%op){  
 tmp <- substr(tmp,1,nchar(tmp)-1)   
 }  
 endCromo[i] <- -1  
 }  
 # colocar parênteses restantes  
 abrindo <- stringr::str\_count(tmp,"\\(")  
 fechando <- stringr::str\_count(tmp,"\\)")  
 add <- strrep(")",abrindo-fechando)  
 tmp <- paste(tmp,add,sep = "")  
   
 derivacao[i] <- tmp  
 S <- "<NA>"  
 }  
 j <- j%%cromo\_size + 1  
 if (S=="<exp>"){  
 rule <- P[[1]][1+C[i,j]%%length(P[[1]])] # determina a regra a ser aplicada  
 derivacao[i] <- sub(S, rule, derivacao[i]) # atualiza derivacao por substituição  
 S <- stringr::str\_match(derivacao[i], "<(.\*?)>") # acha o primeiro <..>  
 S <- paste("<",S[,2],">",sep = "") # novo símbolo  
 } else if (S=="<op>"){  
 rule <- P[[2]][1+C[i,j]%%length(P[[2]])] # determina a regra a ser aplicada  
 derivacao[i] <- sub(S, rule, derivacao[i]) # atualiza derivacao por substituição  
 S <- stringr::str\_match(derivacao[i], "<(.\*?)>") # acha o primeiro <..>  
 S <- paste("<",S[,2],">",sep = "") # novo símbolo  
 } else if (S=="<var>"){  
 rule <- P[[3]][1+C[i,j]%%length(P[[3]])] # determina a regra a ser aplicada  
 derivacao[i] <- sub(S, rule, derivacao[i]) # atualiza derivacao por substituição  
 S <- stringr::str\_match(derivacao[i], "<(.\*?)>") # acha o primeiro <..>  
 S <- paste("<",S[,2],">",sep = "") # novo símbolo  
 }  
 }  
 endCromo[i] <- endCromo[i] + count  
}

## Escolha do Cromossomo Vencedor

Escolhemos o melhor cromossomo, i.e., o de menor erro quadrático médio.

training.model <- trainingData[,c("strength")]  
erroQuadraticoMedio <- rep(0,cromo\_quant)  
for (k in 1:cromo\_quant){  
 training.data <- c()  
 for (i in 1:length(training.model)){  
 x <- trainingData[i,2]  
 y <- trainingData[i,3]  
 z <- trainingData[i,4]  
 u <- trainingData[i,5]  
 v <- trainingData[i,6]  
 w <- trainingData[i,7]  
 p <- trainingData[i,8]  
 q <- trainingData[i,9]  
 valor <- suppressWarnings(eval(parse(text=derivacao[k])))   
 training.data <- c(training.data,valor)  
 }  
 erroQuadraticoMedio[k] <- mean((training.data - (training.model))^2)   
}  
  
# Cromossomo vencedor:  
vencedor <- which.min(erroQuadraticoMedio)  
erroQuadraticoMedio

## [1] 4.664615e-02 4.874021e-02 5.154777e-02 5.184144e-02 5.211251e-02  
## [6] 5.184144e-02 2.631337e-01 6.490272e-02 5.184144e-02 4.664615e-02  
## [11] 6.851778e+01 2.352580e+00 1.154915e-01 1.464036e-01 1.371803e+00  
## [16] 7.520026e-02 5.184144e-02 1.032677e-01 7.520026e-02 5.154777e-02  
## [21] 4.664615e-02 NaN 1.493517e-01 6.914655e-02 7.974003e-02  
## [26] 5.184144e-02 5.184144e-02 6.490272e-02 5.184144e-02 1.504166e-01  
## [31] 7.520026e-02 5.154777e-02 4.874021e-02 4.664615e-02 6.490272e-02  
## [36] 4.874021e-02 1.880879e-01 5.211251e-02 Inf 1.116635e-01  
## [41] 3.647248e-01 5.211251e-02 6.490272e-02 4.664615e-02 NaN  
## [46] 7.520026e-02 1.870698e+00 5.211251e-02 3.012557e-01 4.747224e-02  
## [51] 7.520026e-02 9.954620e+15 1.780074e-01 NaN 1.274813e+01  
## [56] 4.575196e+00 7.974003e-02 1.341232e-01 1.027748e-01 1.455511e-01  
## [61] 3.647248e-01 1.026730e-01 1.343123e-01 1.974899e+00 NaN  
## [66] 5.001060e-01 1.493517e-01 5.154777e-02 NaN NaN  
## [71] NaN 5.154777e-02 5.154777e-02 7.520026e-02 1.680780e-01  
## [76] 2.467269e-01 1.470602e-01 1.265019e-01 Inf 1.250311e-01  
## [81] Inf 3.020551e-01 1.493517e-01 9.881691e-01 1.739554e-01  
## [86] 9.355575e-02 Inf NaN NaN NaN  
## [91] NaN Inf 1.060571e-01 4.315055e+01 5.154777e-02  
## [96] NaN 2.106236e-01 1.536217e-01 1.546272e-01 1.624715e-01

vencedor

## [1] 1

derivacao\_vencedora <- derivacao[vencedor]  
sqrt(erroQuadraticoMedio[vencedor])

## [1] 0.2159772

derivacao\_vencedora

## [1] "sin(x)"

## Comparando com o Próprio training.csv (fit)

Novamente, aqui vamos comparar o quão bem nosso cromossomo vencedor se adequa ao dataset de treinamento.

fit.data <- c()  
for (i in 1:dim(trainingData)[1]){  
 x <- trainingData[i,2]  
 y <- trainingData[i,3]  
 z <- trainingData[i,4]  
 u <- trainingData[i,5]  
 v <- trainingData[i,6]  
 w <- trainingData[i,7]  
 p <- trainingData[i,8]  
 q <- trainingData[i,9]  
 fit.data <- c(fit.data,eval(parse(text=derivacao\_vencedora)))  
}

Graficamente, os dados calculados pelo cromossomo vencedor devem estar próximos da reta, como visto a seguir:

plot(fit.data,training.model,  
 xlab="fit",ylab="training")  
 abline(a=0,b=1)
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## Carregamento dos Dados de Teste

testingData <- read.csv(file="testing.csv", header=TRUE, sep=",")

## Predição de Dados

Vamos aplicar o cromossomo vencedor para predizer o dado de saída a partir de entradas advindas de testing.csv.

predict.data <- c()  
for (i in 1:dim(testingData)[1]){  
 x <- testingData[i,2]  
 y <- testingData[i,3]  
 z <- testingData[i,4]  
 u <- testingData[i,5]  
 v <- testingData[i,6]  
 w <- testingData[i,7]  
 p <- testingData[i,8]  
 q <- testingData[i,9]  
 predict.data <- c(predict.data,eval(parse(text=derivacao\_vencedora)))  
}

Graficamente, os dados preditos são observados a seguir:

#plot  
plot(predict.data)
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Análise boxplot, para visualizar se há outliers.

# boxplot  
boxplot(predict.data)
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## Construindo predicted.csv

Construção do arquivo csv a ser submetido para averiguação na plataforma Kaggle.

ID <- testingData[c("ID")]  
result <- data.frame(ID,predict.data)  
colnames(result) <- c('ID', 'strength')  
write.table(result,file="predicted.csv",col.names = c('ID','strength'), row.names = FALSE,sep = ",", quote = FALSE)  
result.data <- read.csv(file="predicted.csv", header=TRUE, sep=",")